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Abstract- Sorting is used for arranging the data in some sequence like increasing or decreasing order. I 
have discussed about various sorting algorithm with their comparison to each other in basis of time 
complexity and space complexity as well as C and Java. These papers also show running time of 
algorithm with the help of C language and Java. I have compared some types of sorting algorithm like 
insertion sort, selection sort, quick sort, and bubble sort by comparing time complexity and space 
complexity. 

Keyword- Bubble sort, Insertion sort, Selection sort, Quick sort, Time complexity. 
I. INTRODUCTION 

A. Sorting 

         Let p be a list of m elements P1, P2, P3…….Pn in memory. Sorting P means arranging the content of P in 
either increasing or decreasing order i.e.,P1<P2<P3<P4………..<Pn.   
There are m elements in the list, therefore there is m! ways to arrange them. 
B. Sorting Algorithm 

       Sorting algorithm is an important task for arranging the elements in the list. Comparing the various types of 
sorting in this paper on the basis of C and Java. 

II. TYPES OF SORTING ALGORITHM 

A. Insertion Sort 
        An insertion sort is one that sorts a set of value by inserting values into an existing sorted file. It is useful 
for         smallest elements of array.  
Therefore the total no. of comparisons are:                                                                                       
T(n)=1+2+3+….+(i-1)+……+(n-1)= n(n-1)/2 
T(n)=O(n) 
The execution time of Insertion Sort in C is more as compared to Java.  

 
Figure 1.  Insertion Sort in C 
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Figure 2.  Insertion Sort in Java 

B. Bubble Sort 
        In Bubble sort, each element is compared with its adjacent element. If the first element is larger than the 
second one then the position of the element is interchanged, other it is not changed. Then next element is 
compared with its adjacent element and the same process is repeated for all the elements in the array. 
In bubble sort, the first pass requires (n-1) comparison to fix the highest element to its location , the second pass 
requires (n-2),……,ith pairs requires (n-i) and the last pass requires only one comparison to be fixed at its 
proper position. 
Therefore the total no. of comparisons are: 
T(n)= (n-1)+(n-2)+(n-3)+……..+(n-i)+3+2+1=n(n-1)/2 
T(n)=O(n^2) 
The execution time of Bubble Sort in C is more as compared to Java. 

 
Figure 3. Bubble Sort in C 

 
Figure 4. Bubble Sort in Java 

C. Selection Sort 
        In selection sort, the first element of array is compared with minimum value of array and interchanged the 
position of element. Then element is compared with the next minimum value of array and the same process is 
repeated for all elements in the array. 
In selection sort makes first pass in (n-1) comparisons, the second pass in (n-2) comparisons and so on.Total no. 
of comparison are: 
T(n)=(n-1)+(n-2)+(n-3)+,……………,+(n-i)+3+2+1=n(n-1)/2 
T(n)=O(n^2) 
The execution time of Selection Sort in C is more as compared to Java. 
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Figure 5.  Selection Sort in C 

 
Figure 6.  Selection Sort in Java 

D. Quick Sort 
        Quick sort works by partitioning methods for sorting the array. And each partition is in turn sorted 
recursively. In partition, one element of array is selected as a pivot value. This pivot value can be the first 
element of array. The array elements are grouped into two partition 1. One partition contains elements that are 
smaller than pivot value.2.Another partition contains elements that are larger than pivot  value. Time required to 
partition the array is: O(n). The execution time of Quick Sort in C is more as compared to java. 

III. COMPARISON OF SORTING ALGORITHM IN TABULAR FORM 

Sort Time Complexity Advantages & disadvantages 

Insertion Sort        O(n) The advantage of insertion sort is its simplicity. It is also good 
performance for smallest array. The disadvantage of insertion sort is 
that it is not useful for large elements array. 

Selection Sort        O(n^2) The advantage of selection sort is that it performs well on small 
array.  
The disadvantage of selection is that it is poor efficiency for large 
elements array. 

Bubble Sort         O(n^2) The advantage of bubble sort is that it is easily implemented. In 
bubble sort, the elements are swapped without additional temporary 
storage, so space requirement is minimum.  
The disadvantage of bubble sort is same as a selection sort. 

Quick Sort        O(n log n) The advantage of Quick sort is that it is used for small elements of 
array as well as large elements of array. Disadvantage of Quick sort 
is that the worst case of quick sort is same as a bubble sort or 
selection sort. 
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IV. GRAPHICAL REPRESENTATION OF SORTING ALGORITHM 

 
Figure 7.  Run Time (Seconds) of Sorting In C and Java 

V. CONCLUSION 

In this study I have studied about various sorting algorithm and comparison on the basis of time complexity, 
execution time and C & Java languages. I used to the C and Java program for finding the execution time in 
second. I observe that when compare all the sorting algorithms to each other then find the execution time of 
quick sort algorithm is best to others and also observe that the execution time of all sorting algorithms in java is 
best then C  language.  

VI. FUTURE SCOPE 

This paper could help to the researchers in evaluating the all types of Sorting Algorithms by which they could 
easily understand the pros and cons of Sorting algorithms and also to find the application of these Algorithms in 
different areas. 
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